1. **Left View of Binary Tree**

Given a Binary Tree, print Left view of it. Left view of a Binary Tree is set of nodes visible when tree is visited from Left side. The task is to complete the function **leftView()**, which accepts root of the tree as argument.

Left view of following tree is 1 2 4 8.
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**Example 1:**

**Input:**
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**Output:** 1 3

**Example 2:**

**Input:**
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**Output:** 10 20 40

**Your Task:**  
You just have to **complete**the function **leftView()**that prints the left view. The newline is automatically appended by the driver code.  
**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
1 <= Number of nodes <= 100  
1 <= Data of a node <= 1000

Code:

#include <bits/stdc++.h>

using namespace std;

// Tree Node

struct Node

{

int data;

Node\* left;

Node\* right;

};

void leftView(struct Node \*root);

// Utility function to create a new Tree Node

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// for(string i:ip)

// cout<<i<<" ";

// cout<<endl;

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

int main() {

int t;

scanf("%d ",&t);

while(t--)

{

string s;

getline(cin,s);

Node\* root = buildTree(s);

leftView(root);

cout << endl;

}

return 0;

}

// } Driver Code Ends

/\* A binary tree node

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

};

\*/

int flag=0;

vector<int> v;

int height(Node\* root)

{

if(root==NULL)

return 0;

int hl=height(root->left);

int hr=height(root->right);

return max(hl,hr)+1;

}

void perlevel(Node\* root,int h)

{

if(root==NULL)

return;

if(h==1)

{

if(!flag)

{

v.push\_back(root->data);

flag=1;

}

return;

}

perlevel(root->left,h-1);

perlevel(root->right,h-1);

}

void level(Node\* root)

{

int h=height(root);

for(int i=1;i<=h;i++)

{

flag=0;

perlevel(root,i);

}

return;

}

// A wrapper over leftViewUtil()

void leftView(Node \*root)

{

level(root);

for(int i=0;i<v.size();i++)

cout<<v[i]<<" ";

v.clear();

}

2. **Check for BST**

Given a binary tree. Check whether it is a BST or not.

**Example 1:**

**Input:**

    2

/    \

1      3

**Output:** 1

**Example 2:**

**Input:**

2

  \

  7

  \

  6

  \

  5

  \

  9

  \

  2

  \

  6

**Output:** 0

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **isBST()** which takes the root of the tree as a parameter and returns true if the given binary tree is BST, else returns false. The printing is done by the driver's code.

**Expected Time Complexity:** O(N).  
**Expected Auxiliary Space:** O(Height of the BST).

**Constraints:**  
0 <= Number of edges <= 100000

Code:

#include <bits/stdc++.h>

using namespace std;

#define MAX\_HEIGHT 100000

// Tree Node

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

bool isBST(struct Node\* node);

int isBSTUtil(struct Node\* node, int min, int max);

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = new Node(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

void inorder(Node \*root, vector<int> &v)

{

if(root==NULL)

return;

inorder(root->left, v);

v.push\_back(root->data);

inorder(root->right, v);

}

int main() {

int t;

string tc;

getline(cin, tc);

t=stoi(tc);

while(t--)

{

string s;

getline(cin, s);

Node\* root = buildTree(s);

cout << isBST(root) << endl;

}

return 0;

}

// } Driver Code Ends

/\* A binary tree node has data, pointer to left child

and a pointer to right child

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

\*/

bool checkNode(Node\* node,int min,int max)

{

if(node==NULL)

return 1;

if(node->data<min||node->data>max)

return 0;

else

{

checkNode(node->left,min,node->data-1)&&

checkNode(node->right,node->data+1,max);

}

}

bool isBST(Node\* root) {

return checkNode(root,INT\_MIN,INT\_MAX);

}

// { Driver Code Starts

// } Driver Code Ends

3. **Bottom View of Binary Tree**

Given a binary tree, print the bottom view from left to right.  
A node is included in bottom view if it can be seen when we look at the tree from bottom.

                      20  
                    /    \  
                  8       22  
                /   \        \  
              5      3       25  
                    /   \        
                  10    14

For the above tree, the bottom view is 5 10 3 14 25.  
If there are **multiple**bottom-most nodes for a horizontal distance from root, then print the later one in level traversal. For example, in the below diagram, 3 and 4 are both the bottommost nodes at horizontal distance 0, we need to print 4.

                      20  
                    /    \  
                  8       22  
                /   \     /   \  
              5      3 4     25  
                     /    \        
                 10       14

For the above tree the output should be 5 10 4 14 25.

**Example 1:**

**Input:**

1

  / \

  3 2

**Output:** 3 1 2

**Explanation:**

First case represents a tree with 3 nodes

and 2 edges where root is 1, left child of

1 is 3 and right child of 1 is 2.

![https://contribute.geeksforgeeks.org/wp-content/uploads/BT-1.jpg](data:image/jpeg;base64,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)

Thus nodes of the binary tree will be

printed as such 3 1 2.

**Example 2:**

**Input:**

10

  / \

  20 30

  / \

  40 60

**Output:** 40 20 60 30

**Your Task:**  
This is a functional problem, you **don't**need to care about input, just complete the function **bottomView**() which takes the root node of the tree as input and returns an array containing the bottom view of the given tree.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(N).

**Constraints:**  
1 <= Number of nodes <= 105  
1 <= Data of a node <= 105

Code:

#include <bits/stdc++.h>

using namespace std;

#define MAX\_HEIGHT 100000

// Tree Node

struct Node

{

int data;

Node\* left;

Node\* right;

};

// Utility function to create a new Tree Node

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

vector <int> bottomView(Node \*root);

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

int main() {

int t;

string tc;

getline(cin, tc);

t=stoi(tc);

while(t--)

{

string s ,ch;

getline(cin, s);

Node\* root = buildTree(s);

vector <int> res = bottomView(root);

for (int i : res) cout << i << " ";

cout << endl;

}

return 0;

}

// } Driver Code Ends

/\* Tree node class

struct Node

{

int data; //data of the node

Node \*left, \*right; //left and right references

// Constructor of tree node

Node(int key)

{

data = key;

left = right = NULL;

}

}; \*/

// Method that returns the bottom view.

vector <int> bottomView(Node \*root)

{

vector<int> ans;

if(root==NULL)

return ans;

queue<pair<Node\*,int>> q;

map<int,int> mp;

int d=0;

q.push(make\_pair(root,0));

mp[d]=root->data;

while(!q.empty())

{

pair<Node\*,int> temp=q.front();

q.pop();

d=temp.second;

mp[d]=temp.first->data;

if(temp.first->left!=NULL)

{

q.push(make\_pair(temp.first->left,d-1));

}

if(temp.first->right!=NULL)

{

q.push(make\_pair(temp.first->right,d+1));

}

}

map<int,int> ::iterator it=mp.begin();

while(it!=mp.end())

{

//cout<<it->first<<" - "<<it->second<<endl;

if(it->second!=0)

ans.push\_back(it->second);

it++;

}

return ans;

}

4. **Vertical Traversal of Binary Tree**

Given a Binary Tree, find the vertical traversal of it starting from the leftmost level to the rightmost level.  
If there are multiple nodes passing through a vertical line, then they should be printed as they appear in **level order** traversal of the tree.

**Example 1:**

**Input:**

2

     \

      3

     /

    4

**Output:** 2 4 3

**Example 2:**

**Input:**

1

   /    \

  2      3

/   \      \

4     5     6

**Output:** 4 2 1 5 3 6

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **verticalOrder()**which takes the root node as input and returns an array containing the vertical order traversal of the tree from the leftmost to the rightmost level. If 2 nodes lie in the same vertical level, they should be printed in the order they appear in the level order traversal of the tree.

**Expected Time Complexity:**O(N log N).  
**Expected Auxiliary Space:**O(N).

**Constraints:**  
1 <= Number of nodes <= 5000

Code:

// Tree Node

struct Node

{

int data;

Node\* left;

Node\* right;

};

// Utility function to create a new Tree Node

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

vector <int> verticalOrder(Node \*root);

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

// Function for Inorder Traversal

void printInorder(Node\* root)

{

if(!root)

return;

printInorder(root->left);

cout<<root->data<<" ";

printInorder(root->right);

}

int main() {

int t;

string tc;

getline(cin,tc);

t=stoi(tc);

while(t--)

{

string s;

getline(cin,s);

// string c;

// getline(cin,c);

Node\* root = buildTree(s);

vector <int> res = verticalOrder(root);

for (int i : res) cout << i << " ";

cout << endl;

}

return 0;

}

// } Driver Code Ends

/\* A binary tree node has data, pointer to left child

and a pointer to right child

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

};

\*/

bool comparator(pair<Node\*,int> p1,pair<Node\*,int>p2)

{

if(p1.second<p2.second)

return true;

return false;

}

// root: root node of the tree

vector<int> verticalOrder(Node \*root)

{

vector<int> res;

if(root==NULL)

return res;

multimap<int,int> m;

queue< pair<Node\*,int> >q;

q.push(make\_pair(root,0));

while(!q.empty())

{

pair<Node\*,int> curr=q.front();

q.pop();

m.insert(pair<int,int>(curr.second,curr.first->data));

if(curr.first->left)

q.push(make\_pair(curr.first->left,curr.second-1));

if(curr.first->right)

q.push(make\_pair(curr.first->right,curr.second+1));

}

for(auto i:m)

res.push\_back(i.second);

return res;

}

5. **Level order traversal in spiral form**

Complete the function to print spiral order traversal of a tree. For below tree, function should print 1, 2, 3, 4, 5, 6, 7.  
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**Example 1:**

**Input:**

      1

   /   \

  3     2

**Output:**1 3 2

**Example 2:**

**Input:**

           10

        /     \

       20     30

     /    \

   40     60

**Output:** 10 20 30 60 40

**Your Task:**  
The task is to complete the function **printSpiral**() which prints the elements in spiral form of level order traversal. The newline is automatically appended by the driver code.  
**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(N).

**Constraints:**  
0 <= Number of nodes <= 105  
1 <= Data of a node <= 105

Code:

#include <bits/stdc++.h>

using namespace std;

// Tree Node

struct Node

{

int data;

Node\* left;

Node\* right;

};

// Utility function to create a new Tree Node

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

void printSpiral(Node \*root);

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

int main() {

int t;

string tc;

getline(cin,tc);

t=stoi(tc);

while(t--)

{

string s;

getline(cin,s);

Node\* root = buildTree(s);

printSpiral(root);

cout << endl;

}

return 0;

}

// } Driver Code Ends

/\* A binary tree node has data, pointer to left child

and a pointer to right child

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

}; \*/

int flag;

int height(Node\* root)

{

if(root==NULL)

return 0;

int hl=height(root->left);

int hr=height(root->right);

return max(hr,hl)+1;

}

void perlevel(Node\* root,int h,int flag)

{

if(root==NULL)

return;

if(h==1)

{

cout<<root->data<<" ";

return;

}

if(!flag)

{

perlevel(root->left,h-1,flag);

perlevel(root->right,h-1,flag);

// flag=!flag;

}

if(flag)

{

perlevel(root->right,h-1,flag);

perlevel(root->left,h-1,flag);

// flag=!flag;

}

return;

}

void printSpiral(Node \*root)

{

if(root==NULL)

return;

int h=height(root);

flag=1;

for(int i=1;i<=h;i++)

{

perlevel(root,i,flag);

flag=!flag;

}

return;

//Your code here

}

6. **Connect Nodes at Same Level**Given a binary tree, connect the nodes that are at same level. You'll be given an addition **nextRight**pointer for the same.

**Initially**, all the **nextRight**pointers point to **garbage**values. **Your function** should set these pointers to point next right for each node.  
       10                       10 ------> NULL  
      / \                       /      \  
     3   5       =>     3 ------> 5 --------> NULL  
    / \     \               /  \           \  
   4   1   2          4 --> 1 -----> 2 -------> NULL

**Example 1:**

**Input:**

3

  / \

  1 2

**Output:**

3 1 2

1 3 2

**Explanation:**The connected tree is

        3 ------> NULL

     /    \

   1-----> 2 ------ NULL

**Example 2:**

**Input:**

10

  / \

  20 30

  / \

40 60

**Output:**

10 20 30 40 60

40 20 60 10 30

**Explanation:**The connected tree is

         10 ----------> NULL

      /     \

     20 ------> 30 -------> NULL

  /    \

 40 ----> 60 ----------> NULL

**Your Task:**  
You don't have to take input. Complete the function **connect()**that takes **root**as parameter and connects the nodes at same level. The printing is done by the driver code.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(N).

**Constraints:**  
1 <= Number of nodes <= 100  
1 <= Data of a node <= 1000

Code:

#include <bits/stdc++.h>

using namespace std;

// Tree Node

struct Node

{

int data;

Node\* left;

Node\* right;

Node\* nextRight;

};

// Utility function to create a new Tree Node

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

temp->nextRight = NULL;

return temp;

}

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

void connect(struct Node \*p);

/\* Helper function that allocates a new node with the

given data and NULL left and right pointers. \*/

void printSpecial(Node \*root)

{

if (root == NULL)

return;

Node\* next\_root=NULL;

while (root != NULL)

{

cout<< root->data<<" ";

if( root->left && (!next\_root) )

next\_root = root->left;

else if( root->right && (!next\_root) )

next\_root = root->right;

root = root->nextRight;

}

printSpecial(next\_root);

}

void inorder(Node \*root)

{

if (root == NULL)

return;

inorder(root->left);

cout << root->data << " ";

inorder(root->right);

}

/\* Driver program to test size function\*/

int main()

{

int t;

scanf("%d\n", &t);

while (t--)

{

string s;

getline(cin, s);

Node\* root = buildTree(s);

connect(root);

printSpecial(root);

cout<<endl;

inorder(root);

cout<<endl;

}

return 0;

}

// } Driver Code Ends

/\* struct Node

{

int data;

Node \*left, \*right;

Node \*nextRight; // This has garbage value in input trees

}; \*/

// Should set the nextRight for all nodes

void connect(Node \*root)

{

queue<Node\*> q;

q.push(root);

while(!q.empty())

{

int size=q.size();

while(size--)

{

Node\* p=q.front();

q.pop();

if(size)

p->nextRight=q.front();

if(p->left!=NULL)

q.push(p->left);

if(p->right!=NULL)

q.push(p->right);

}

}

}

7. **Lowest Common Ancestor in a BST**

Given a Binary Search Tree (with all values unique) and two node values. Find the Lowest Common Ancestors of the two nodes in the BST.

**Example 1:**

**Input:**

              5

          /    \

         4       6

     /        \

   3           7

                 \

                    8

n1 = 7, n2 = 8

**Output:** 7

**Example 2:**

**Input:**

2

  / \

  1 3

n1 = 1, n2 = 3

**Output:** 2

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **LCA()** which takes the root Node of the BST and two integer values n1 and n2 as inputs and returns the Lowest Common Ancestor of the Nodes with values n1 and n2 in the given BST.

**Expected Time Complexity:** O(Height of the BST).  
**Expected Auxiliary Space:** O(Height of the BST).

**Constraints:**  
1 <= N <= 104

Code:

#include <bits/stdc++.h>

using namespace std;

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = new Node(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

Node\* LCA(Node \* root , int l , int h);

int main()

{

int t;

scanf("%d ",&t);

while(t--)

{

string s;

int l , h;

getline(cin,s);

scanf("%d ",&l);

scanf("%d ",&h);

Node\* root = buildTree(s);

cout<<LCA(root , l , h)->data<<endl;

}

return 1;

}// } Driver Code Ends

/\*The structure of a BST Node is as follows:

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

\*/

// Returns the LCA of the nodes with values n1 and n2

// in the BST rooted at 'root'

Node\* LCA(Node \*root, int n1, int n2)

{

while(root!=NULL)

{

if(root->data>n1 && root->data>n2)

root=root->left;

else if(root->data<n1 && root->data <n2)

root=root->right;

else

break;

}

return root;

//Your code here

}

8. **Binary Tree to DLL**

Given a Binary Tree (BT), convert it to a Doubly Linked List(DLL) In-Place. The left and right pointers in nodes are to be used as previous and next pointers respectively in converted DLL. The order of nodes in DLL must be same as Inorder of the given Binary Tree. The first node of Inorder traversal (leftmost node in BT) must be the head node of the DLL.

![TreeToList](data:image/png;base64,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)

**Example 1:**

**Input:**

      1

   /  \

  3    2

**Output:**

3 1 2

2 1 3

**Explanation:** DLL would be 3<=>1<=>2

**Example 2:**

**Input:**

       10

     /   \

20   30

  /   \

 40   60

**Output:**

40 20 60 10 30

30 10 60 20 40

**Explanation:**  DLL would be

40<=>20<=>60<=>10<=>30.

**Your Task:**  
You don't have to take input. Complete the function **bToDLL()**that takes **root**node of the tree as a parameter and returns the head of DLL . The driver code prints the DLL both ways.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(H).  
**Note:**H is the height of the tree and this space is used implicitly for recursion stack.

**Constraints:**  
1 <= Number of nodes <= 1000  
1 <= Data of a node <= 1000

Code:

#include <bits/stdc++.h>

using namespace std;

// Tree Node

struct Node

{

int data;

Node\* left;

Node\* right;

};

// Utility function to create a new Tree Node

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

Node\* bToDLL(Node \*root);

/\* Function to print nodes in a given doubly linked list \*/

void printList(Node \*node)

{

Node \*prev = NULL;

while (node!=NULL)

{

cout << node->data << " ";

prev = node;

node = node->right;

}

cout << endl;

while (prev!=NULL)

{

cout << prev->data << " ";

prev = prev->left;

}

cout << endl;

}

void inorder(Node \*root)

{

if (root != NULL)

{

inorder(root->left);

cout << root->data;

inorder(root->right);

}

}

/\* Driver program to test size function\*/

int main()

{

int t;

cin >> t;

getchar();

while (t--)

{

string inp;

getline(cin, inp);

Node \*root = buildTree(inp);

Node \*head = bToDLL(root);

printList(head);

}

return 0;

}

// } Driver Code Ends

/\* Structure for tree and linked list

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

};

\*/

// This function should return head to the DLL

Node \*p;

Node \*h;

void fun(Node \*root)

{

if(root==NULL)

return ;

fun(root->left);

if(p==NULL)

{

h=root;

}

else

{

p->right=root;

root->left=p;

}

p=root;

fun(root->right);

}

Node \* bToDLL(Node \*root)

{

// your code here

h=NULL;

p=NULL;

fun(root);

return h;

}

9. **Determine if Two Trees are Identical**

Given two binary trees, the task is to find if both of them are identical or not.

**Example 1:**

**Input:**

1 1

  / \ / \

  2 3 2 3

**Output:** Yes

**Explanation:** There are two trees both

having 3 nodes and 2 edges, both trees

are identical having the root as 1,

left child of 1 is 2 and right child

of 1 is 3.

**Example 2:**

**Input:**

1 1

  / \ / \

 2 3 3 2

**Output:** No

**Explanation:** There are two trees both

having 3 nodes and 2 edges, but both

trees are not identical.

**Your task:**  
Since this is a functional problem you don't have to worry about input, you just have to complete the function **isIdentical()** that takes two roots as parameters and returns true or false. The printing is done by the driver code.  
  
**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
1 <= Number of nodes <= 1000  
1 <=Data of a node <= 1000

Code:

#include <bits/stdc++.h>

using namespace std;

struct Node

{

int data;

struct Node \*left;

struct Node \*right;

Node(int x){

data = x;

left = NULL;

right = NULL;

}

};

bool isIdentical(Node\* a, Node\* b);

// Function to Build Tree

Node \*buildTree(string str) {

// Corner Case

if (str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for (string str; iss >> str;)

ip.push\_back(str);

// Create the root of the tree

Node \*root = new Node(stoi(ip[0]));

// Push the root to the queue

queue<Node \*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while (!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node \*currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if (currVal != "N") {

// Create the left child for the current node

currNode->left = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if (i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if (currVal != "N") {

// Create the right child for the current node

currNode->right = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

int main() {

int tc;

scanf("%d ", &tc);

while (tc--) {

string str, str1;

getline(cin, str);

Node \*rootA = buildTree(str);

getline(cin, str1);

Node \*rootB = buildTree(str1);

if (isIdentical(rootA, rootB)) {

cout << "Yes\n";

} else {

cout << "No\n";

}

}

return 0;

}// } Driver Code Ends

/\* A binary tree node

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

};

\*/

/\* Should return true if trees with roots as r1 and

r2 are identical \*/

bool isIdentical(Node \*r1, Node \*r2)

{

//Your Code here

if(r1==NULL&&r2==NULL)

{

return true;

}

if(r1==NULL&&r2!=NULL)

{

return false;

}

if(r1!=NULL&&r2==NULL)

{

return false;

}

if (r1->data!=r2->data)

{

return false;

}

return isIdentical(r1->right,r2->right)&&isIdentical(r1->left,r2->left);

}

10. **Symmetric Tree**

Given a Binary Tree. Check whether it is Symmetric or not, i.e. whether the binary tree is a **Mirror image of itself** or not.

**Example 1:**

**Input:**

5

/ \

1 1

/ \

2 2

**Output:** True

**Explanation:** Tree is mirror image of

itself i.e. tree is symmetric

**Example 2:**

**Input:**

5

/ \

10 10

/ \ \

20 20 30

**Output:** False

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **isMirror()** which takes the root of the Binary Tree as its input and returns True if the given Binary Tree is a same as the Mirror image of itself. Else, it returns False.

**Expected Time Complexity:** O(N).  
**Expected Auxiliary Space:** O(Height of the Tree).

**Constraints:**  
1<=Number of nodes<=100

Code;

#include<bits/stdc++.h>

using namespace std;

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = new Node(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

bool isSymmetric(struct Node\* root);

int main()

{

int t;

scanf("%d ",&t);

while(t--)

{

string s;

getline(cin,s);

Node\* root = buildTree(s);

if(isSymmetric(root))

cout<<"True"<<endl;

else

cout<<"False"<<endl;

}

return 0;

}

// } Driver Code Ends

/\*

Structure of the node of the tree is as

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

\*/

vector<int> v;

void inorder(Node\* root)

{

if(root==NULL)

return;

inorder(root->left);

v.push\_back(root->data);

inorder(root->right);

return;

}

// return true/false denoting whether the tree is Symmetric or not

bool isSame(struct Node\* r1,struct Node\* r2){

if(!r1 && !r2)

return true;

if(!r1 || !r2)

return false;

return r1->data==r2->data && isSame(r1->left,r2->right) && isSame(r1->right,r2->left);

}

bool isSymmetric(struct Node\* root)

{

return isSame(root,root);

}

11. **Height of Binary Tree**

Given a binary tree, find its height.

​​**Example 1:**

**Input:**

1

   /  \

  2   3

**Output:** 2

**Example 2:**

**Input:**

2

  \

  1

  /

3

**Output:** 3

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **height()**that takes root Node of the Tree as input and returns the Height of the Tree. If the Tree is empty, return 0.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(1).

**Constraints:**  
1 <= Number of nodes <= 105  
1 <= Data of a node <= 105

Code:

#include <bits/stdc++.h>

using namespace std;

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = new Node(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

int height(struct Node\* node);

int main()

{

int t;

scanf("%d ",&t);

while(t--)

{

string s;

getline(cin,s);

Node\* root = buildTree(s);

cout<<height(root)<<endl;

}

return 0;

}

// } Driver Code Ends

/\* Tree node structure used in the program

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};\*/

// return the Height of the given Binary Tree

int height(Node\* root)

{

if(root==NULL)

return 0;

int lh=height(root->left);

int rh=height(root->right);

return (max(rh,lh)+1);

// Your code here

}

12. **Maximum Path Sum between 2 Leaf Nodes**

Given a binary tree in which each node element contains a number. Find the maximum possible sum from one leaf node to another.

**Example 1:**

**Input :**

3

/ \

4 5

/ \

-10 4

**Output:** 16

**Explanation :**

Maximum Sum lies between leaf node 4 and 5.

4 + 4 + 3 + 5 = 16.

**Example 2:**

**Input :**

-15

/ \

5 6

/ \ / \

-8 1 3 9

/ \ \

2 -3 0

/ \

4 -1

/

10

**Output :** 27

**Explanation:**

The maximum possible sum from one leaf node

to another is (3 + 6 + 9 + 0 + -1 + 10 = 27)

**Your Task:**  
You dont need to read input or print anything. Complete the function **maxPathSum()**which takes root node as input parameter and returns the maximum sum between 2 leaf nodes.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(Height of Tree)

**Constraints:**  
1 ≤ N ≤ 10^4

Code:

#include <bits/stdc++.h>

using namespace std;

// Tree Node

struct Node {

int data;

Node \*left;

Node \*right;

Node(int val) {

data = val;

left = right = NULL;

}

};

// Function to Build Tree

Node \*buildTree(string str) {

// Corner Case

if (str.length() == 0 || str[0] == 'N') return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for (string str; iss >> str;) ip.push\_back(str);

// Create the root of the tree

Node \*root = new Node(stoi(ip[0]));

// Push the root to the queue

queue<Node \*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while (!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node \*currNode = queue.front();

queue.pop();

// Get the current Node's value from the string

string currVal = ip[i];

// If the left child is not null

if (currVal != "N") {

// Create the left child for the current Node

currNode->left = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if (i >= ip.size()) break;

currVal = ip[i];

// If the right child is not null

if (currVal != "N") {

// Create the right child for the current Node

currNode->right = new Node(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

int maxPathSum(Node \*);

int main() {

int tc;

scanf("%d ", &tc);

while (tc--) {

string treeString;

getline(cin, treeString);

Node \*root = buildTree(treeString);

cout << maxPathSum(root) << "\n";

}

return 0;

}// } Driver Code Ends

/\*

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

};

\*/

#define ll long long

ll ans;

ll find(Node\*root)

{

if(root==NULL)

return INT\_MIN;

if(root->left==NULL&&root->right==NULL)

return root->data;

ll x=find(root->left);

ll y=find(root->right);

ans=max(ans,x+y+root->data);

return max(x,y)+root->data;

}

int maxPathSum(Node\* root)

{

ans=INT\_MIN;

find(root);

return ans;

}

13. **Diameter of Binary Tree**

Given a Binary Tree,**find diameter of it**.  
The diameter of a tree is the number of nodes on the longest path between two leaves in the tree. The diagram below shows two trees each with diameter nine, the leaves that form the ends of a longest path are shaded (note that there is more than one path in each tree of length nine, but no path longer than nine nodes).
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**Example 1:**

**Input:**

     1

    /  \

   2    3

**Output:** 3

**Example 2:**

**Input:**

         10

       /   \

     20    30

   /   \

   40   60

**Output:** 4

**Your Task:**  
You need to **complete**the **function diameter()**that takes **node**as **parameter**and **returns**the **diameter**.  
  
**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(Height of the Tree).

**Constraints:**  
1 <= Number of nodes <= 10000  
1 <= Data of a node <= 1000

Code:

#include <bits/stdc++.h>

using namespace std;

/\* A binary tree node has data, pointer to left child

and a pointer to right child \*/

struct Node {

int data;

struct Node\* left;

struct Node\* right;

};

Node\* newNode(int val) {

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

Node\* buildTree(string str) {

// Corner Case

if (str.length() == 0 || str[0] == 'N') return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for (string str; iss >> str;) ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while (!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if (currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if (i >= ip.size()) break;

currVal = ip[i];

// If the right child is not null

if (currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

/\* Function to get diameter of a binary tree \*/

int diameter(struct Node\* tree);

/\* Driver program to test size function\*/

int main() {

int t;

scanf("%d\n", &t);

while (t--) {

string s;

getline(cin, s);

Node\* root = buildTree(s);

cout << diameter(root) << endl;

}

return 0;

}

// } Driver Code Ends

/\* Tree node structure used in the program

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

}; \*/

class pair1{

public:

int height;

int diameter;

};

pair1 fastdiameter(Node\* root)

{

pair1 p;

if(root==NULL)

{

p.height=0;

p.diameter=0;

return p;

}

pair1 left=fastdiameter(root->left);

pair1 right=fastdiameter(root->right);

p.height=max(left.height,right.height)+1;

p.diameter=max(left.height+right.height+1,max(left.diameter,right.diameter));

return p;

}

int diameter(Node\* root)

{

pair1 p=fastdiameter(root);

return p.diameter;

}

14. **Count Leaves in Binary Tree**

Given a Binary Tree of size **N** , You have to count leaves in it. For example, there are two leaves in following tree

        1  
     /      \  
   10      39  
  /  
5

**Input:**  
First line of input contains the number of test cases **T**. For each test case, there will be only a **single** line of input which is a **string** representing the tree as described below:

1. The values in the string are in the order of **level order** traversal of the tree where, numbers denote node values, and a character “N” denotes **NULL** child.
2. For example:  
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   For the above tree, the string will be: 1 2 3 N N 4 6 N 5 N N 7 N

**Output:**  
For each test case print the count of leaves.  
**Your Task:**  
You don't have to take input. Complete the function **countLeaves()**that takes **root**node of given treeas parameter and **returns**the count of leaves in tree . The **printing**is done by the **driver**code.  
**Constraints:**  
1<= T <= 30  
1<= N <= 104  
**Example:  
Input:**  
2  
3 4 2   
4 8 10 7 N 5 1 3   
**Output:**  
2  
3

Code:

#include <bits/stdc++.h>

using namespace std;

struct Node

{

int data;

struct Node \*left;

struct Node \*right;

};

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

int countLeaves(struct Node\* root);

int main()

{

int t;

scanf("%d ",&t);

while(t--)

{

string s;

getline(cin,s);

Node\* root = buildTree(s);

cout<< countLeaves(root)<<endl;

}

return 0;

}

// } Driver Code Ends

//User function Template for C++

/\* A binary tree node has data, pointer to left child

and a pointer to right child

struct Node

{

int data;

Node\* left;

Node\* right;

}; \*/

/\* Should return count of leaves. For example, return

value should be 2 for following tree.

10

/ \

20 30 \*/

int countLeaves(Node\* root)

{

if(root==NULL)

return 0;

if(root->left==NULL && root->right==NULL)

return 1;

return (countLeaves(root->left)+countLeaves(root->right));

// Your code here

}

15. **Check for Balanced Tree**

Given a binary tree, find if it is height balanced or not.   
A tree is height balanced if difference between heights of left and right subtrees is **not more than one** for all nodes of tree.

**A height balanced tree**  
        1  
     /     \  
   10      39  
  /  
5

**An unbalanced tree**  
        1  
     /      
   10     
  /  
5

**Example 1:**

**Input:**

      1

   /

   2

   \

    3

**Output:** 0

**Explanation:** The max difference in height

of left subtree and right subtree is 2,

which is greater than 1. Hence unbalanced

**Example 2:**

**Input:**

       10

    /   \

   20   30

  /   \

40   60

**Output:** 1

**Explanation:** The max difference in height

of left subtree and right subtree is 1.

Hence balanced.

**Your Task:**  
You don't need to take input. Just complete the function**isBalanced()**that takes root **node**as parameter and returns **true,**if the tree is balanced else returns **false**.

**Constraints:**  
1 <= Number of nodes <= 105  
0 <= Data of a node <= 106

**Expected time complexity:**O(N)  
**Expected auxiliary space:**O(h) , where h = height of tree

Code:

#include <bits/stdc++.h>

using namespace std;

struct Node

{

int data;

struct Node \*left;

struct Node \*right;

};

// Utility function to create a new Tree Node

Node\* newNode(int val)

{

Node\* temp = new Node;

temp->data = val;

temp->left = NULL;

temp->right = NULL;

return temp;

}

// Function to Build Tree

Node\* buildTree(string str)

{

// Corner Case

if(str.length() == 0 || str[0] == 'N')

return NULL;

// Creating vector of strings from input

// string after spliting by space

vector<string> ip;

istringstream iss(str);

for(string str; iss >> str; )

ip.push\_back(str);

// Create the root of the tree

Node\* root = newNode(stoi(ip[0]));

// Push the root to the queue

queue<Node\*> queue;

queue.push(root);

// Starting from the second element

int i = 1;

while(!queue.empty() && i < ip.size()) {

// Get and remove the front of the queue

Node\* currNode = queue.front();

queue.pop();

// Get the current node's value from the string

string currVal = ip[i];

// If the left child is not null

if(currVal != "N") {

// Create the left child for the current node

currNode->left = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->left);

}

// For the right child

i++;

if(i >= ip.size())

break;

currVal = ip[i];

// If the right child is not null

if(currVal != "N") {

// Create the right child for the current node

currNode->right = newNode(stoi(currVal));

// Push it to the queue

queue.push(currNode->right);

}

i++;

}

return root;

}

bool isBalanced(Node \*root);

int main()

{

int t;

scanf("%d ",&t);

while(t--)

{

string s;

getline(cin,s);

Node\* root = buildTree(s);

cout << isBalanced(root) << endl;

}

return 1;

}// } Driver Code Ends

/\* A binary tree node structure

struct Node

{

int data;

struct Node\* left;

struct Node\* right;

Node(int x){

data = x;

left = right = NULL;

}

};

\*/

// This function should return tree if passed tree

// is balanced, else false.

int height(Node\* node)

{

if (!node)

return 0;

else

{

int l=height(node->left);

int r=height(node->right);

if (l>r) return(l+1);

else return(r+1);

}

}

bool isBalanced(Node \*root)

{ if(!root) return true;

return (isBalanced(root->right)&&isBalanced(root->left)&&abs(height(root->left)-height(root->right))<=1);

}